**Laboratory work #4.**

Solve these problems using stack, queue, deque data structures.

Deadline: week 5

<https://informatics.msk.ru/mod/statements/view.php?id=207#1>

package com.company;  
import java.util.Scanner;  
  
class Main {  
 public static void main(String[] args) {  
 Scanner scanner = new Scanner(System.*in*);  
 Stack st = new Stack();  
 int x;  
 String s;  
 while (true) {  
 s = scanner.next();  
 if (s.equals("push")) {  
 x = scanner.nextInt();  
 st.push(x);  
 } else if (s.equals("pop"))  
 st.pop();  
 else if (s.equals("back"))  
 st.back();  
 else if (s.equals("size"))  
 st.size();  
 else if (s.equals("clear"))  
 st.clear();  
 else {  
 st.exit();  
 return;  
 }  
 }  
 }  
 static class Stack{  
 private int mSize;  
 private int[] stackArray = new int[10000];  
 public void push(int element) {  
 stackArray[mSize++] = element;  
 System.*out*.println("ok");  
 }  
 public void pop() {  
 System.*out*.println(stackArray[mSize - 1]);  
 --mSize;  
 }  
 public void back(){  
 System.*out*.println(stackArray[mSize - 1]);  
 }  
 public void size() {  
 System.*out*.println(mSize);  
 }  
 public void clear() {  
 mSize = 0;  
 System.*out*.println("ok");  
 }  
 public void exit() {  
 System.*out*.println("bye");  
 }  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=207&chapterid=55#1>

package Task2;  
import java.util.Scanner;  
  
class Main {  
 public static void main(String[] args) {  
 Scanner scanner = new Scanner(System.*in*);  
 Stack st = new Stack();  
 int x;  
 String s;  
 while (true) {  
 s = scanner.next();  
 if (s.equals("push")) {  
 x = scanner.nextInt();  
 st.push(x);  
 }else if (s.equals("size"))  
 st.size();  
 else {  
 st.exit();  
 return;  
 }  
 }  
 }  
 static class Stack{  
 private int mSize;  
 private int[] stackArray = new int[10000];  
 public void push(int element) {  
 stackArray[mSize++] = element;  
 System.*out*.println("ok");  
 }  
 public void size() {  
 System.*out*.println(mSize);  
 }  
 public void exit() {  
 System.*out*.println("bye");  
 }  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=207&chapterid=57#1>

package TAsk3;  
import java.util.Scanner;  
  
class Main {  
 public static void main(String[] args) {  
 Scanner scanner = new Scanner(System.*in*);  
 Queue queue = new Queue();  
 int x;  
 String s;  
 while (true) {  
 s = scanner.next();  
 if (s.equals("push")) {  
 x = scanner.nextInt();  
 queue.push(x);  
 }else if (s.equals("size"))  
 queue.size();  
 else {  
 queue.exit();  
 return;  
 }  
 }  
 }  
 static class Queue{  
 private int mSize;  
 private int[] queueArray = new int[10000];  
 public void push(int element) {  
 queueArray[mSize++] = element;  
 System.*out*.println("ok");  
 }  
 public void size() {  
 System.*out*.println(mSize);  
 }  
 public void exit() {  
 System.*out*.println("bye");  
 }  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=207&chapterid=58#1>

package Task4;  
import java.util.Scanner;  
  
class Main {  
 public static void main(String[] args) {  
 Scanner scanner = new Scanner(System.*in*);  
 Queue queue = new Queue();  
 int x;  
 String s;  
 while (true) {  
 s = scanner.next();  
 if (s.equals("push")) {  
 x = scanner.nextInt();  
 queue.push(x);  
 }else if (s.equals("pop"))  
 queue.pop();  
 else if (s.equals("front"))  
 queue.front();  
 else if (s.equals("size"))  
 queue.size();  
 else if (s.equals("clear"))  
 queue.clear();  
 else {  
 queue.exit();  
 return;  
 }  
 }  
 }  
 static class Queue{  
 private int mSize;  
 private int rear = 0;  
 private int[] queueArray = new int[10000];  
 public void push(int element) {  
 queueArray[mSize++] = element;  
 System.*out*.println("ok");  
 rear++;  
 }  
 public void pop() {  
 System.*out*.println(queueArray[0]);  
 --mSize;  
 }  
 public void front(){  
 System.*out*.println(queueArray[0]);  
 }  
 public void size() {  
 System.*out*.println(mSize);  
 }  
 public void clear() {  
 mSize = 0;  
 System.*out*.println("ok");  
 }  
 public void exit() {  
 System.*out*.println("bye");  
 }  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=207&chapterid=60#1>

public class Main{  
 static public void main (String[] args) throws IOException {  
 Deque dq = new Deque();  
 BufferedReader br = new BufferedReader(new InputStreamReader(System.*in*));  
 String str;  
  
 while((str = br.readLine()) != null) {  
 String[] inp = str.split(" ");  
 if (inp[0].equals("push\_front")){  
 dq.push\_front(Integer.*parseInt*(inp[1]));  
 } else if (inp[0].equals("push\_back")) {  
 dq.push\_back(Integer.*parseInt*(inp[1]));  
 } else if (inp[0].equals("pop\_back")) {  
 System.*out*.println(dq.pop\_back());  
 } else if (inp[0].equals("pop\_front")) {  
 System.*out*.println(dq.pop\_front());  
 } else if (inp[0].equals("front")) {  
 System.*out*.println(dq.front());  
 } else if (inp[0].equals("back")) {  
 System.*out*.println(dq.back());  
 } else if (inp[0].equals("size")) {  
 System.*out*.println(dq.size());  
 } else if (inp[0].equals("clear")) {  
 dq.clear();  
 } else if (inp[0].equals("exit")) {  
 System.*out*.println("bye");  
 br.close();  
 return;  
 }  
 }  
 }  
}  
  
class Deque {  
 final int maxSize = 10000;  
 int size;  
 public int head, end;  
 int[] data;  
  
 public Deque() {  
 data = new int[maxSize];  
 head = 0;  
 end = 0;  
 size = 0;  
 }  
  
 public void push\_front(int e) {  
 if (size == maxSize) {  
 System.*out*.println("Deque is full.");  
 return;  
 } else if (size==0) {  
 end = head;  
 data[head] = e;  
 size++;  
 } else {  
 head++;  
 if (head>=maxSize)  
 head = 0;  
 data[head] = e;  
 size++;  
 }  
 System.*out*.println("ok");  
 }  
  
 public void push\_back(int e) {  
 if (size == maxSize) {  
 System.*out*.println("Deque is full.");  
 return;  
 } else if (size==0) {  
 head = end;  
 data[end] = e;  
 size++;  
 } else {  
 end--;  
 if (end<0)  
 end = maxSize-1;  
 data[end] = e;  
 size++;  
 }  
 System.*out*.println("ok");  
 }  
  
 public void clear() {  
 head = 0;  
 end = 0;  
 size = 0;  
 System.*out*.println("ok");  
 }  
  
 public int size() {  
 return size;  
 }  
  
 public int back() {  
 if (size!=0)  
 return data[end];  
 else  
 return -1;  
 }  
  
 public int front() {  
 if (size!=0)  
 return data[head];  
 else  
 return -1;  
 }  
  
 public int pop\_back() {  
 if (size!=0) {  
 int tmp = data[end];  
 end++;  
 if (end>=maxSize)  
 end = 0;  
 size --;  
 return tmp;  
 }  
 else  
 return -1;  
 }  
  
 public int pop\_front() {  
 if (size!=0) {  
 int tmp = data[head];  
 head--;  
 if (head<0)  
 head = maxSize - 1;  
 size --;  
 return tmp;  
 }  
 else  
 return -1;  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=206&chapterid=50#1>

public class Main {  
  
 public static void main(String[] args) {  
 int[] a1 = {1, 3, 5, 7, 9};  
 int[] a2 = {2, 4, 6, 8, 0};  
 ArrayList<Integer> arr1 = new ArrayList<>();  
 ArrayList<Integer> arr2 = new ArrayList<>();  
 for (int i = 0; i < 5; i++) {  
 arr1.add(a1[i]);  
 arr2.add(a2[i]);  
 }  
  
 int count = 0;  
 boolean res = false;  
  
 for (int i = 0; i < 106; i++) {  
 count++;  
 if (arr1.get(0) > arr2.get(0) || ((arr1.get(0) == 0) && (arr2.get(0) == 9))) {  
 arr1.add(arr1.get(0));  
 arr1.add(arr2.get(0));  
 } else if (arr1.get(0) < arr2.get(0) || ((arr1.get(0) == 9) && (arr2.get(0) == 0))) {  
 arr2.add(arr2.get(0));  
 arr2.add(arr1.get(0));  
 }  
 arr1.remove(0);  
 arr2.remove(0);  
  
 if (arr1.size() == 0) {  
 System.*out*.println("Second " + count);  
 res = true;  
 break;  
 } else if (arr2.size() == 0) {  
 System.*out*.println("First " + count);  
 res = true;  
 break;  
 }  
 }  
 if (!res) System.*out*.println("Botva!");  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=206&chapterid=51#1>
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package Task7;  
  
import java.util.Stack;  
import java.util.Scanner;  
  
public class Main {  
  
 public static void main(String[] args) {  
 Stack<Integer> st = new Stack<>();  
 Scanner inp = new Scanner(System.*in*);  
 System.*out*.print("cmd=");  
 String cmd = inp.nextLine();  
 char a;  
 int i,k;  
 boolean flag=true;  
 for (i=0; i<cmd.length(); i++){  
 a=cmd.charAt(i);  
 switch (a){  
 case '(':  
 st.push(1);  
 break;  
 case '[':  
 st.push(2);  
 break;  
 case '{':  
 st.push(3);  
 break;  
 case ')':  
 if (st.empty()) {  
 flag=false;  
 break;  
 }  
 k=st.peek();  
 st.pop();  
 if (k!=1) flag=false;  
 break;  
 case ']':  
 if (st.empty()) {  
 flag=false;  
 break;  
 }  
 k=st.peek();  
 st.pop();  
 if (k!=2) flag=false;  
 break;  
 case '}':  
 if (st.empty()) {  
 flag=false;  
 break;  
 }  
 k=st.peek();  
 st.pop();  
 if (k!=3) flag=false;  
 break;  
 default:  
 }  
 if (! flag) break;  
 }  
  
 if (flag && st.empty())  
 System.*out*.println("OK");  
 else  
 System.*out*.println("Error");  
 }  
}

<https://informatics.msk.ru/mod/statements/view.php?id=206&chapterid=52#1>

Post fix notation

![](data:image/png;base64,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)

class Solution {

public int evalRPN(String[] tokens) {

Stack<Integer> s = new Stack<>();

for(String c:tokens){

if(!c.equals("+") && !c.equals("-") && !c.equals("\*") && !c.equals("/")){

s.push(Integer.parseInt(c));

}else{

int a = s.pop();

int b = s.pop();

if(c.equals("+")) s.push(b+a);

else if (c.equals("-")) s.push(b-a);

else if(c.equals("\*")) s.push(b\*a);

else s.push(b/a);

}

}

return s.pop();

}

}

<https://leetcode.com/problems/valid-parentheses/>

class Solution {

public boolean isValid(String s) {

if(s.length() < 2){

return false;

}

Stack<Character> stack = new Stack<Character>();

char[] c = s.toCharArray();

for(char x : c){

if(stack.isEmpty()){

stack.push(x);

}else if(x == '(' || x == '[' || x == '{'){

//open

stack.push(x);

}else{

char check = stack.peek();

if(x == ')' && check == '('){

stack.pop();

}else if(x == ']' && check == '['){

stack.pop();

}else if(x == '}' && check == '{'){

stack.pop();

}else{

return false;

}

}

}

if(stack.isEmpty()){

return true;

}else{

return false;

}

}

}

<https://leetcode.com/problems/min-stack/>

class MinStack {

Stack<Integer> stack;

int min;

public MinStack() {

min = Integer.MAX\_VALUE;

stack = new Stack<>();

}

public void push(int x) {

if(x <= min){

stack.push(min);

min = x;

}

stack.push(x);

}

public void pop() {

int x = stack.pop();

if(x == min){

min = stack.pop();

}

}

public int top() {

return stack.peek();

}

public int getMin() {

return min;

}

}

<https://leetcode.com/problems/backspace-string-compare/>
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class Solution {

public boolean backspaceCompare(String S, String T) {

return build(S).equals(build(T));

}

public String build(String S){

Stack<Character> ans = new Stack();

for(char c: S.toCharArray()){

if(c != '#')

ans.push(c);

else if (!ans.empty())

ans.pop();

}

return String.valueOf(ans); // convert stact to string

}

}

<https://leetcode.com/problems/evaluate-reverse-polish-notation/>

class Solution {

public int evalRPN(String[] tokens) {

Stack<Integer> s = new Stack<>();

for(String c:tokens){

if(!c.equals("+") && !c.equals("-") && !c.equals("\*") && !c.equals("/")){

s.push(Integer.parseInt(c));

}else{

int a = s.pop();

int b = s.pop();

int ans;

if(c.equals("+")) s.push(b+a);

else if (c.equals("-")) s.push(b-a);

else if(c.equals("\*")) s.push(b\*a);

else s.push(b/a);

}

}

return s.pop();

}

}